# Lab 3-Recursion

Note:  You can select and do some questions according to your ability only. We would like to note you that the more questions you do the better for you in doing final practical and writing exams.

**Writing exercises**  
1.   Give the sequence of argument values that result when the following program is invoked for each of the integers 1 through 9.

 def puzzle(n) :  
  if n == 1: return 1  
     if n % 2 == 0:  
       return puzzle(n/2)  
        else:  
         return puzzle(3\*n+1)

2.   Use the following function puzzle(..) to answer problems 2.1 - 2.3.  
def puzzle(base, limit):  
  //base and limit are nonnegative numbers  
    if base > limit:  
      return -1  
        elif base == limit:  
          return 1  
           else:  
            return base \* puzzle(base + 1, limit))  
   
2.1 Identify the base case(s) of function puzzle(..)  
2.2 Identify the recursive case(s) of function puzzle(..)  
2.3 Show what would be displayed by the following calls.  
 a. print(puzzle(14,10))  
 b. print(puzzle(4,7))  
 c. print(puzzle(0,0))  
3.   Show the output that will be displayed by the call show(123);  
 def show(n):  
   if n>0: show(n/10)  
    print((n%10))

4.   Show the output that will be displayed by the call show(134);

def show(n):  
  print(n%10)  
     if n>0: show(n/10)

5.   Show the output that will be displayed by the call show(145);  
def show(n):  
 print((n%10))  
    if n>0: show(n/10)  
     print((n%10))  
    
6.   Complete the Java code to recursively evaluate the sum: sum = 1 + 1/2 + 1/3 +...+1/n, n >= 1.  
def sum(n):              // n>=1  
if \_\_\_\_\_\_\_\_\_\_\_:  
 return \_\_\_\_\_\_\_\_\_\_\_\_\_

        return \_\_\_\_\_\_ + sum(\_\_\_\_\_\_)

7.   Consider the following recursive function.

|  |
| --- |
| def mystery(a, b):   if b == 0 :    return 0;      elif b % 2 == 0:       return mystery(a+a, b/2)        else:         return (mystery(a+a, b/2) + a) |

1. What values of a and b are directly handled by the stopping (base) case?
2. What are the values of mystery(2, 25) and mystery(3, 11)? Given positive integers a and b, describe what value mystery(a, b) computes. Answer the same question, but replace + with \*.
3. For the call  mystery(3, 7), how many calls to mystery will be made, including the original call?

8.   Consider the following recursive function.

|  |
| --- |
| def ex237( n):  if n <= 0: return     print(n)     ex237(n-2)     ex237(n-3)     print(n) |

      Give the sequence of integers printed by a call to ex237(6).  
9.   Consider the following recursive function:

|  |
| --- |
| def ex238(n):    if n <= 0: return ""     return (ex238(n-3) + n + ex238(n-2) + n) |

      Give the value of ex238(6).  
10. Prove by induction that the minimum possible number of moves needed to solve the towers of Hanoi satisfies the same recurrence as the number of moves used by our recursive solution.

**Practical exercises**  
Write programs in Java to perform the following tasks :  
1.   Write a recursive function that computes the sum of all numbers from 1 to n, where n is given as parameter.  
//return the sum 1+ 2+ 3+ ...+ n  
def sum(n)  
2.   Write a recursive function that finds and returns the minimum element in an array, where the array and its size are given as parameters.  
//return the minimum element in a[]  
def findmin(a[], n)  
3.   Write a recursive function that computes and returns the sum of all elements in an array, where the array and its size are given as parameters.  
//return the sum of all elements in a[]  
def findsum(a[], n)  
4.   Write a recursive function that determines whether an array is a palindrome, where the array and its size are given as parameters.  
//returns 1 if a[] is a palindrome, 0 otherwise. The string a is palindrome if it is the same as its reverse.  
def ispalindrome(a[], n)

5.   Write a recursive function that searches for a target in a sorted array using binary search, where the array, its size and the target are given as parameters.  
6.   Implement the Greatest Common Divisor algorithm as recursive method **GCD**. Use recursion. Do NOT use a loop.  
![C:\Users\ADMIN\Downloads\Hop Dong lam hoc lieu\CSD201 learning materials\labs\images\03\03-Recursion_clip_image001.gif](data:image/gif;base64,R0lGODlh3QArAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH/C01TT0ZGSUNFOS4wGAAAAAxtc09QTVNPRkZJQ0U5LjAgJPn1cgAh/wtNU09GRklDRTkuMBUAAAAJcEhZcwAAAEAAAABAAGJDY1sAIf8LTVNPRkZJQ0U5LjAYAAAADGNtUFBKQ21wMDcxMgAAAANIAHO8ACH5BAEAAAAALAAAAADdACsAhIGBgQAAAAECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwX/ICCOZGmeaKqubOu+cCzPdG3feK7vfO//wKBwSCwCAwGjcslsypLOqHS6hA6RVyx1S7XuvIAkuGcdc89FM09NHrHRcF8ZSn+ftEitu54rx/9XJGJhgzFeZoN2Ln6AjXKCdCKKJYcoeJR5eYSZYIyOn32CbpKGonejOJ6gqzSVYagvriaqm5m1mqavrLtPsJEwspSwN7S8xiqefLHFpJKTLbjHLLiHmmKcp6nZP8/STHOql8O6ocJt3d5KneO0zDbrZOjpRmzw5M3V+IjKzePz/ynqITO37to9UYWGyQN4rBoWgQQx4bP0C5UehhhnaTyYy1m/fhXNHUyYsWTHibns/8Fz186jyZf3ZIULxkhNsWAwMWKDBM6WyJr85pxcmLPotmnQRBpdOmOS042YQtq65lNpH3uWdFwktpUIUagnyUXLF9OqNrFJSyHU6i8dVrQpfz6Ci7TGwjfupL0dyu4jHry/xIUk5PLjtDpb/96x2dYbzrB8R76ykyihOGEkOQ5smyjgmLwNO04NuLHT4FmBoeq5bHhza5eU5eoMe5rdYNBwP6NsuQgy3axxZ/u73dcw7ooqUUru3ThvV9y8sMpUSLOxL+OmLIN1rfk3JODd9aKO5qwneZB7Cl8nbBvkY8/N05uNWvJrrLppWjH94pV7oFL27bfdEVsQ1ZWA7yCoYA2BAS7o4IMQRighDiEAADs=)  
7.   Implement the **power** function recursively  
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8. Implement the factorial function recursively as **fact**  
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9.   Implement Fibonacci recursively as **f**  
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10. Write recursive method **addReciprocals**that takes an integer as a parameter and returns the sum of the first n reciprocals.  
addReciprocals(n) returns (1.0 + 1.0/2.0 + 1.0/3.0 + 1.0/4.0 + ... + 1.0/n).

11.  **Stirling numbers**: A stirling number of the first kind is defined as follows

* s(0,0) = 1
* s(n,0) = 0, for all n > 0
* s(n+1,k) = s(n,k-1) - n\*s(n,k), for all n **≥**0 and k>0

      Write a recursive routine to calculate stirling numbers of the first kind.  
12. **Tree height.** Given a labeled binary tree (represented by a pointer to a TreeNode) calculate its height.  
**13. Tree size.** Given a labeled binary tree (represented by a pointer to a TreeNode) calculate its size.